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# Deploying necessary Libraries to the Code.  
  
library(corrplot)

## corrplot 0.84 loaded

library(DataExplorer)  
library(ggplot2)  
library(car)

## Loading required package: carData

library(caret)

## Loading required package: lattice

library(caTools)  
library(psych)

##   
## Attaching package: 'psych'

## The following object is masked from 'package:car':  
##   
## logit

## The following objects are masked from 'package:ggplot2':  
##   
## %+%, alpha

library(ggbiplot)

## Loading required package: plyr

## Loading required package: scales

##   
## Attaching package: 'scales'

## The following objects are masked from 'package:psych':  
##   
## alpha, rescale

## Loading required package: grid

library(ipred)  
library(e1071)  
library(rpart)  
library(DMwR)

## Warning: package 'DMwR' was built under R version 3.6.2

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

##   
## Attaching package: 'DMwR'

## The following object is masked from 'package:plyr':  
##   
## join

library(xgboost)

## Warning: package 'xgboost' was built under R version 3.6.2

library(blorr)

## Warning: package 'blorr' was built under R version 3.6.2

library(lmtest)

## Warning: package 'lmtest' was built under R version 3.6.2

## Loading required package: zoo

## Warning: package 'zoo' was built under R version 3.6.2

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

library(pscl)

## Warning: package 'pscl' was built under R version 3.6.2

## Classes and Methods for R developed in the  
## Political Science Computational Laboratory  
## Department of Political Science  
## Stanford University  
## Simon Jackman  
## hurdle and zeroinfl functions by Achim Zeileis

# Setting the Working Directory.  
  
setwd("D:/Great Learning/Machine Learning/Project 5")  
  
# Reading the dataset.  
  
cars<- read.csv("Cars\_edited.csv")  
  
str(cars)

## 'data.frame': 444 obs. of 9 variables:  
## $ Age : int 28 23 29 28 27 26 28 26 22 27 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 2 1 2 1 2 2 2 1 2 2 ...  
## $ Engineer : int 0 1 1 1 1 1 1 1 1 1 ...  
## $ MBA : int 0 0 0 1 0 0 0 0 0 0 ...  
## $ Work.Exp : int 4 4 7 5 4 4 5 3 1 4 ...  
## $ Salary : num 14.3 8.3 13.4 13.4 13.4 12.3 14.4 10.5 7.5 13.5 ...  
## $ Distance : num 3.2 3.3 4.1 4.5 4.6 4.8 5.1 5.1 5.1 5.2 ...  
## $ license : int 0 0 0 0 0 1 0 0 0 0 ...  
## $ Transport: Factor w/ 3 levels "2Wheeler","Car",..: 3 3 3 3 3 3 1 3 3 3 ...

summary(cars)

## Age Gender Engineer MBA   
## Min. :18.00 Female:128 Min. :0.0000 Min. :0.0000   
## 1st Qu.:25.00 Male :316 1st Qu.:1.0000 1st Qu.:0.0000   
## Median :27.00 Median :1.0000 Median :0.0000   
## Mean :27.75 Mean :0.7545 Mean :0.2528   
## 3rd Qu.:30.00 3rd Qu.:1.0000 3rd Qu.:1.0000   
## Max. :43.00 Max. :1.0000 Max. :1.0000   
## NA's :1   
## Work.Exp Salary Distance license   
## Min. : 0.0 Min. : 6.50 Min. : 3.20 Min. :0.0000   
## 1st Qu.: 3.0 1st Qu.: 9.80 1st Qu.: 8.80 1st Qu.:0.0000   
## Median : 5.0 Median :13.60 Median :11.00 Median :0.0000   
## Mean : 6.3 Mean :16.24 Mean :11.32 Mean :0.2342   
## 3rd Qu.: 8.0 3rd Qu.:15.72 3rd Qu.:13.43 3rd Qu.:0.0000   
## Max. :24.0 Max. :57.00 Max. :23.40 Max. :1.0000   
##   
## Transport   
## 2Wheeler : 83   
## Car : 61   
## Public Transport:300   
##   
##   
##   
##

dim(cars)

## [1] 444 9

cars<- na.omit(cars)  
names(cars)

## [1] "Age" "Gender" "Engineer" "MBA" "Work.Exp" "Salary"   
## [7] "Distance" "license" "Transport"

# Converting Dependent variables to 0 and 1  
cars$Transport <- ifelse(cars$Transport == "Car",1,0)  
cars$Transport <- as.factor(cars$Transport)  
  
  
plot\_histogram(cars)
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boxplot(cars$Age)
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ggplot(cars, aes(x=cars$Age)) +  
 geom\_density(aes(fill =cars$Transport, alpha = 0.3)) +  
 scale\_color\_manual(values = c("#868686FF", "#EFC000FF")) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen"))
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boxplot(cars$Age~ cars$Transport)
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ggplot(cars, aes(x=cars$Work.Exp)) +  
 geom\_density(aes(fill =cars$Transport, alpha = 0.3)) +  
 scale\_color\_manual(values = c("#868686FF", "#EFC000FF")) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen"))
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boxplot(cars$Work.Exp~ cars$Transport)
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ggplot(cars, aes(x=cars$Salary)) +  
 geom\_density(aes(fill =cars$Transport, alpha = 0.3)) +  
 scale\_color\_manual(values = c("#868686FF", "#EFC000FF")) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen"))
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boxplot(cars$Salary~ cars$Transport)
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ggplot(cars, aes(x=cars$Distance)) +  
 geom\_density(aes(fill =cars$Transport, alpha = 0.3)) +  
 scale\_color\_manual(values = c("#868686FF", "#EFC000FF")) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen"))
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boxplot(cars$Distance~ cars$Transport)
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ggplot(cars,aes(x = cars$Gender, fill = cars$Transport)) +  
 geom\_bar(width = 0.25,alpha = 0.5) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen"))
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ggplot(cars,aes(x = cars$Engineer, fill = cars$Transport)) +  
 geom\_bar(width = 0.25,alpha = 0.5) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen")) + xlim(-1,2)
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ggplot(cars,aes(x = cars$MBA, fill = cars$Transport)) +  
 geom\_bar(width = 0.25,alpha = 0.5) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen")) + xlim(-1,2)

![](data:image/png;base64,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)

ggplot(cars,aes(x = cars$license, fill = cars$Transport)) +  
 geom\_bar(width = 0.25,alpha = 0.5) +   
 scale\_fill\_manual(values = c("darkturquoise","lightcoral","lightgreen")) + xlim(-1,2)
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# Performing Cooks Distance  
  
cd\_lm <- lm(as.numeric(cars$Transport)~.,data = cars)  
cooks\_D <- cooks.distance(cd\_lm)  
  
plot(cooks\_D)  
abline(h=4\*mean(cooks\_D,na.rm = TRUE),col="red")
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# Performing Correlation Matrix and Plotting it.  
  
mat<- cor(cars[,-c(2,9)])  
corrplot(mat,method = "number", type = "lower", number.cex = .70)
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prop.table(table(cars$Transport))

##   
## 0 1   
## 0.8623025 0.1376975

#Splitting the data into Train and Test with a Ratio of 70 and 30 resp.  
str(cars)

## 'data.frame': 443 obs. of 9 variables:  
## $ Age : int 28 23 29 28 27 26 28 26 22 27 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 2 1 2 1 2 2 2 1 2 2 ...  
## $ Engineer : int 0 1 1 1 1 1 1 1 1 1 ...  
## $ MBA : int 0 0 0 1 0 0 0 0 0 0 ...  
## $ Work.Exp : int 4 4 7 5 4 4 5 3 1 4 ...  
## $ Salary : num 14.3 8.3 13.4 13.4 13.4 12.3 14.4 10.5 7.5 13.5 ...  
## $ Distance : num 3.2 3.3 4.1 4.5 4.6 4.8 5.1 5.1 5.1 5.2 ...  
## $ license : int 0 0 0 0 0 1 0 0 0 0 ...  
## $ Transport: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## - attr(\*, "na.action")= 'omit' Named int 145  
## ..- attr(\*, "names")= chr "145"

set.seed(123)  
index <- sample.split(cars, SplitRatio = .70)  
trainData <- subset(cars,index==TRUE)  
dim(trainData)

## [1] 296 9

testData <- subset(cars,index==FALSE)  
dim(testData)

## [1] 147 9

balanced\_trainData <- SMOTE(Transport~., trainData, perc.over = 325,k = 5,perc.under =134)  
str(balanced\_trainData)

## 'data.frame': 344 obs. of 9 variables:  
## $ Age : num 26 24 29 23 30 26 27 33 22 30 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 1 2 1 1 1 2 2 2 2 2 ...  
## $ Engineer : num 1 0 0 1 0 1 1 1 1 0 ...  
## $ MBA : num 0 1 1 1 0 1 0 1 0 0 ...  
## $ Work.Exp : num 4 2 7 4 6 4 7 11 0 8 ...  
## $ Salary : num 12.9 8.9 14.6 8.4 15.6 12.9 16.6 15.6 6.9 14.6 ...  
## $ Distance : num 11.1 13.4 10.9 7.1 11.6 10 6.4 9.3 13.2 6.1 ...  
## $ license : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Transport: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...

prop.table(table(balanced\_trainData$Transport))

##   
## 0 1   
## 0.5 0.5

# Scaling the data.  
  
scale\_train <- scale(balanced\_trainData[,-c(2,3,4,8,9)])  
scale\_train <- cbind(balanced\_trainData[,c(9,2,3,4,8)], scale\_train)  
str(scale\_train)

## 'data.frame': 344 obs. of 9 variables:  
## $ Transport: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 1 2 1 1 1 2 2 2 2 2 ...  
## $ Engineer : num 1 0 0 1 0 1 1 1 1 0 ...  
## $ MBA : num 0 1 1 1 0 1 0 1 0 0 ...  
## $ license : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Age : num -0.92 -1.292 -0.361 -1.478 -0.175 ...  
## $ Work.Exp : num -0.942 -1.253 -0.475 -0.942 -0.631 ...  
## $ Salary : num -0.79 -1.058 -0.676 -1.091 -0.608 ...  
## $ Distance : num -0.429 0.167 -0.481 -1.465 -0.299 ...

scale\_test <- scale(testData[,-c(2,3,4,8,9)])  
scale\_test <- cbind(testData[,c(9,2,3,4,8)], scale\_test)  
str(scale\_test)

## 'data.frame': 147 obs. of 9 variables:  
## $ Transport: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 1 2 1 2 2 2 2 1 1 1 ...  
## $ Engineer : int 1 1 1 1 1 1 1 1 0 0 ...  
## $ MBA : int 1 0 0 0 0 0 0 0 0 0 ...  
## $ license : int 0 0 0 0 1 0 0 0 0 0 ...  
## $ Age : num 0.0562 -0.1798 -0.4159 -0.8879 -0.1798 ...  
## $ Work.Exp : num -0.248 -0.45 -0.651 -0.853 -0.45 ...  
## $ Salary : num -0.269 -0.269 -0.575 -0.787 -0.269 ...  
## $ Distance : num -1.92 -1.89 -1.75 -1.67 -1.64 ...

#Performing Logistic Model on Train data.  
  
logit <- glm(scale\_train$Transport~., data = scale\_train, family = "binomial")

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

summary(logit)

##   
## Call:  
## glm(formula = scale\_train$Transport ~ ., family = "binomial",   
## data = scale\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.3970 -0.0002 0.0000 0.0001 1.3550   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6126 1.6958 -2.130 0.033151 \*   
## GenderMale -0.1713 0.8499 -0.202 0.840228   
## Engineer 1.4930 1.1247 1.327 0.184353   
## MBA 2.2322 1.4762 1.512 0.130500   
## license 3.1087 1.2313 2.525 0.011581 \*   
## Age 26.1337 7.4271 3.519 0.000434 \*\*\*  
## Work.Exp -17.0228 5.1573 -3.301 0.000964 \*\*\*  
## Salary 7.5424 2.6182 2.881 0.003967 \*\*   
## Distance 4.8639 1.6831 2.890 0.003855 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 476.885 on 343 degrees of freedom  
## Residual deviance: 44.474 on 335 degrees of freedom  
## AIC: 62.474  
##   
## Number of Fisher Scoring iterations: 11

vif(logit)

## Gender Engineer MBA license Age Work.Exp Salary   
## 1.255118 1.291604 2.543172 1.526840 29.830045 46.429945 8.551596   
## Distance   
## 9.821118

logit\_refined <- glm(scale\_train$Transport~scale\_train$Age+scale\_train$Gender+scale\_train$Engineer+scale\_train$MBA+scale\_train$Salary+scale\_train$Distance+scale\_train$license,  
 data = scale\_train, family = "binomial")  
summary(logit)

##   
## Call:  
## glm(formula = scale\_train$Transport ~ ., family = "binomial",   
## data = scale\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.3970 -0.0002 0.0000 0.0001 1.3550   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6126 1.6958 -2.130 0.033151 \*   
## GenderMale -0.1713 0.8499 -0.202 0.840228   
## Engineer 1.4930 1.1247 1.327 0.184353   
## MBA 2.2322 1.4762 1.512 0.130500   
## license 3.1087 1.2313 2.525 0.011581 \*   
## Age 26.1337 7.4271 3.519 0.000434 \*\*\*  
## Work.Exp -17.0228 5.1573 -3.301 0.000964 \*\*\*  
## Salary 7.5424 2.6182 2.881 0.003967 \*\*   
## Distance 4.8639 1.6831 2.890 0.003855 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 476.885 on 343 degrees of freedom  
## Residual deviance: 44.474 on 335 degrees of freedom  
## AIC: 62.474  
##   
## Number of Fisher Scoring iterations: 11

vif(logit\_refined)

## scale\_train$Age scale\_train$Gender scale\_train$Engineer   
## 1.405195 1.113576 1.221754   
## scale\_train$MBA scale\_train$Salary scale\_train$Distance   
## 1.147239 1.501177 1.336347   
## scale\_train$license   
## 1.360300

# Calculating Likelihood Test  
?lrtest

## starting httpd help server ...

## done

logit\_likelihood <- lrtest(logit\_refined)  
logit\_likelihood

## Likelihood ratio test  
##   
## Model 1: scale\_train$Transport ~ scale\_train$Age + scale\_train$Gender +   
## scale\_train$Engineer + scale\_train$MBA + scale\_train$Salary +   
## scale\_train$Distance + scale\_train$license  
## Model 2: scale\_train$Transport ~ 1  
## #Df LogLik Df Chisq Pr(>Chisq)   
## 1 8 -38.34   
## 2 1 -238.44 -7 400.21 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

# Calculating Psudo R Sq  
  
logit\_rsq <- pR2(logit\_refined)  
logit\_rsq

## llh llhNull G2 McFadden r2ML   
## -38.3398975 -238.4426301 400.2054653 0.8392070 0.6875741   
## r2CU   
## 0.9167655

# Calculating Odds Ratio  
  
logit\_odds <- exp(logit\_refined$coefficients)  
print(logit\_odds, digits = 20)

## (Intercept) scale\_train$Age scale\_train$GenderMale   
## 0.24056289445230594 311.93495401982949033 0.74928475762118107   
## scale\_train$Engineer scale\_train$MBA scale\_train$Salary   
## 4.39181032734932764 0.99719695708375100 1.39246074991714752   
## scale\_train$Distance scale\_train$license   
## 3.36071669068749301 7.00844627690320809

# Predicting values on Train Data.  
  
pred\_logit\_train <- predict(logit\_refined, scale\_train, type = "response")  
  
pred\_logit\_train\_class <- ifelse(pred\_logit\_train <.5,0,1)  
head(pred\_logit\_train\_class)

## 228 331 218 46 247 178   
## 0 0 0 0 0 0

prop.table(table(pred\_logit\_train\_class))

## pred\_logit\_train\_class  
## 0 1   
## 0.4912791 0.5087209

# Calculating Baseline   
prop.table(table(cars$Transport))

##   
## 0 1   
## 0.8623025 0.1376975

# Creating Performance Matrix on Train  
  
pred\_logit\_train\_class<- as.factor(pred\_logit\_train\_class)  
caret::confusionMatrix(pred\_logit\_train\_class,scale\_train$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 164 5  
## 1 8 167  
##   
## Accuracy : 0.9622   
## 95% CI : (0.9362, 0.9797)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9244   
##   
## Mcnemar's Test P-Value : 0.5791   
##   
## Sensitivity : 0.9535   
## Specificity : 0.9709   
## Pos Pred Value : 0.9704   
## Neg Pred Value : 0.9543   
## Prevalence : 0.5000   
## Detection Rate : 0.4767   
## Detection Prevalence : 0.4913   
## Balanced Accuracy : 0.9622   
##   
## 'Positive' Class : 0   
##

# Performing Prediction on Test Data  
  
pred\_logit\_test <- predict(logit, scale\_test, type = "response")  
pred\_logit\_test\_class <- ifelse(pred\_logit\_test <.5,0,1)  
head(pred\_logit\_test\_class)

## 4 5 8 13 14 17   
## 0 0 0 0 0 1

# Creating performance Matrix on Test  
length(pred\_logit\_test\_class)

## [1] 147

pred\_logit\_test\_class <- as.factor(pred\_logit\_test\_class)  
caret::confusionMatrix(pred\_logit\_test\_class,scale\_test$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 83 0  
## 1 46 18  
##   
## Accuracy : 0.6871   
## 95% CI : (0.6055, 0.7609)  
## No Information Rate : 0.8776   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3065   
##   
## Mcnemar's Test P-Value : 3.247e-11   
##   
## Sensitivity : 0.6434   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.2813   
## Prevalence : 0.8776   
## Detection Rate : 0.5646   
## Detection Prevalence : 0.5646   
## Balanced Accuracy : 0.8217   
##   
## 'Positive' Class : 0   
##

# Performing K- Nearest Neighbor   
ctrl <- trainControl(method = "cv", number = 3)  
knnModel <- train(Transport~.,data = scale\_train,method = "knn",  
 trControl = ctrl,  
 tuneLength = 10)  
knnModel$bestTune

## k  
## 7 17

summary(knnModel)

## Length Class Mode   
## learn 2 -none- list   
## k 1 -none- numeric   
## theDots 0 -none- list   
## xNames 8 -none- character  
## problemType 1 -none- character  
## tuneValue 1 data.frame list   
## obsLevels 2 -none- character  
## param 0 -none- list

# Predicting Value on Train data   
  
pred\_knn\_Train <- predict(knnModel,scale\_train)  
  
# Creating Perfromance Matrix  
  
caret::confusionMatrix(pred\_knn\_Train,scale\_train$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 164 5  
## 1 8 167  
##   
## Accuracy : 0.9622   
## 95% CI : (0.9362, 0.9797)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9244   
##   
## Mcnemar's Test P-Value : 0.5791   
##   
## Sensitivity : 0.9535   
## Specificity : 0.9709   
## Pos Pred Value : 0.9704   
## Neg Pred Value : 0.9543   
## Prevalence : 0.5000   
## Detection Rate : 0.4767   
## Detection Prevalence : 0.4913   
## Balanced Accuracy : 0.9622   
##   
## 'Positive' Class : 0   
##

# Predicting Values on Test data.  
  
pred\_knn\_test <- predict(knnModel, scale\_test)  
  
caret::confusionMatrix(pred\_knn\_test, scale\_test$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 87 0  
## 1 42 18  
##   
## Accuracy : 0.7143   
## 95% CI : (0.634, 0.7857)  
## No Information Rate : 0.8776   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3366   
##   
## Mcnemar's Test P-Value : 2.509e-10   
##   
## Sensitivity : 0.6744   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.3000   
## Prevalence : 0.8776   
## Detection Rate : 0.5918   
## Detection Prevalence : 0.5918   
## Balanced Accuracy : 0.8372   
##   
## 'Positive' Class : 0   
##

# Performing Naive Bayes Model  
  
NBModel <- naiveBayes(Transport~., data = scale\_train)  
summary(NBModel)

## Length Class Mode   
## apriori 2 table numeric   
## tables 8 -none- list   
## levels 2 -none- character  
## isnumeric 8 -none- logical   
## call 4 -none- call

# Prediction on Train data.  
  
pred\_nb\_train <- predict(NBModel, scale\_train)  
  
  
# Creating Performance Matrix on Traindata   
caret::confusionMatrix(pred\_nb\_train, scale\_train$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 167 18  
## 1 5 154  
##   
## Accuracy : 0.9331   
## 95% CI : (0.9014, 0.9571)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : < 2e-16   
##   
## Kappa : 0.8663   
##   
## Mcnemar's Test P-Value : 0.01234   
##   
## Sensitivity : 0.9709   
## Specificity : 0.8953   
## Pos Pred Value : 0.9027   
## Neg Pred Value : 0.9686   
## Prevalence : 0.5000   
## Detection Rate : 0.4855   
## Detection Prevalence : 0.5378   
## Balanced Accuracy : 0.9331   
##   
## 'Positive' Class : 0   
##

# Prediction on Test data.  
  
pred\_nb\_test <- predict(NBModel, scale\_test)  
  
# Creating Performance Matrix on Test Data   
caret::confusionMatrix(pred\_nb\_test, scale\_test$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 90 0  
## 1 39 18  
##   
## Accuracy : 0.7347   
## 95% CI : (0.6556, 0.804)  
## No Information Rate : 0.8776   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3611   
##   
## Mcnemar's Test P-Value : 1.166e-09   
##   
## Sensitivity : 0.6977   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.3158   
## Prevalence : 0.8776   
## Detection Rate : 0.6122   
## Detection Prevalence : 0.6122   
## Balanced Accuracy : 0.8488   
##   
## 'Positive' Class : 0   
##

# Performing Bagging Model  
  
bagModel <- bagging(as.numeric(Transport)~.,data = scale\_train,  
 control = rpart.control(maxdepth = 5, minsplit = 3))  
?bagging  
summary(bagModel)

## Length Class Mode   
## y 344 -none- numeric  
## X 8 data.frame list   
## mtrees 25 -none- list   
## OOB 1 -none- logical  
## comb 1 -none- logical  
## call 4 -none- call

#Predicting Model on Train data  
  
pred\_bag\_train <- predict(bagModel, data= scale\_train)  
pred\_bag\_train1 <- ifelse(pred\_bag\_train<0.5,0,1)  
pred\_bag\_train1 <- as.factor(pred\_bag\_train1)  
  
caret::confusionMatrix(pred\_bag\_train1,scale\_train$Transport)

## Warning in confusionMatrix.default(pred\_bag\_train1, scale\_train$Transport):  
## Levels are not in the same order for reference and data. Refactoring data  
## to match.

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 0 0  
## 1 172 172  
##   
## Accuracy : 0.5   
## 95% CI : (0.4459, 0.5541)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : 0.5215   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.0   
## Specificity : 1.0   
## Pos Pred Value : NaN   
## Neg Pred Value : 0.5   
## Prevalence : 0.5   
## Detection Rate : 0.0   
## Detection Prevalence : 0.0   
## Balanced Accuracy : 0.5   
##   
## 'Positive' Class : 0   
##

# Predicting Model on Test data  
  
pred\_bag\_test <- predict(bagModel, newdata = scale\_test)  
pred\_bag\_test1 <- ifelse(pred\_bag\_test<0.5,0,1)  
pred\_bag\_test1 <- as.factor(pred\_bag\_test1)  
  
caret::confusionMatrix(pred\_bag\_test1,scale\_test$Transport)

## Warning in confusionMatrix.default(pred\_bag\_test1, scale\_test$Transport):  
## Levels are not in the same order for reference and data. Refactoring data  
## to match.

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 0 0  
## 1 129 18  
##   
## Accuracy : 0.1224   
## 95% CI : (0.0742, 0.1866)  
## No Information Rate : 0.8776   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.0000   
## Specificity : 1.0000   
## Pos Pred Value : NaN   
## Neg Pred Value : 0.1224   
## Prevalence : 0.8776   
## Detection Rate : 0.0000   
## Detection Prevalence : 0.0000   
## Balanced Accuracy : 0.5000   
##   
## 'Positive' Class : 0   
##

# Performing boosting Model  
  
str(scale\_test)

## 'data.frame': 147 obs. of 9 variables:  
## $ Transport: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 1 2 1 2 2 2 2 1 1 1 ...  
## $ Engineer : int 1 1 1 1 1 1 1 1 0 0 ...  
## $ MBA : int 1 0 0 0 0 0 0 0 0 0 ...  
## $ license : int 0 0 0 0 1 0 0 0 0 0 ...  
## $ Age : num 0.0562 -0.1798 -0.4159 -0.8879 -0.1798 ...  
## $ Work.Exp : num -0.248 -0.45 -0.651 -0.853 -0.45 ...  
## $ Salary : num -0.269 -0.269 -0.575 -0.787 -0.269 ...  
## $ Distance : num -1.92 -1.89 -1.75 -1.67 -1.64 ...

scale\_train$Gender <- as.numeric(scale\_train$Gender)  
scale\_test$Gender <- as.numeric(scale\_test$Gender)  
features\_train <- as.matrix(scale\_train[,2:9])  
#str(features\_train)  
label\_train <- as.matrix(scale\_train[,1])  
str(label\_train)

## chr [1:344, 1] "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" ...

features\_test <- as.matrix(scale\_test[,2:9])  
#str(features\_test)  
  
xgbModel <- xgboost(  
 data = features\_train,  
 label = label\_train,  
 eta = 1,  
 max\_depth = 100,  
 min\_child\_weight = 3,  
 nrounds = 1000,  
 nfold = 10,  
 objective = "binary:logistic",  
 verbose = 0,  
 early\_stopping\_rounds = 10)  
  
summary(xgbModel)

## Length Class Mode   
## handle 1 xgb.Booster.handle externalptr  
## raw 5301 -none- raw   
## best\_iteration 1 -none- numeric   
## best\_ntreelimit 1 -none- numeric   
## best\_score 1 -none- numeric   
## niter 1 -none- numeric   
## evaluation\_log 2 data.table list   
## call 18 -none- call   
## params 6 -none- list   
## callbacks 2 -none- list   
## feature\_names 8 -none- character   
## nfeatures 1 -none- numeric

?xgboost  
# Performing Prediction on Train data.  
str(label\_train)

## chr [1:344, 1] "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" ...

pred\_xgb\_train <- predict(xgbModel, newdata = features\_train)  
pred\_xgb\_train1 <- ifelse(pred\_xgb\_train<.5,0,1)  
pred\_xgb\_train1<- as.factor(pred\_xgb\_train1)  
caret::confusionMatrix(pred\_xgb\_train1, scale\_train$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 169 1  
## 1 3 171  
##   
## Accuracy : 0.9884   
## 95% CI : (0.9705, 0.9968)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9767   
##   
## Mcnemar's Test P-Value : 0.6171   
##   
## Sensitivity : 0.9826   
## Specificity : 0.9942   
## Pos Pred Value : 0.9941   
## Neg Pred Value : 0.9828   
## Prevalence : 0.5000   
## Detection Rate : 0.4913   
## Detection Prevalence : 0.4942   
## Balanced Accuracy : 0.9884   
##   
## 'Positive' Class : 0   
##

# Performing Prediction on Test data.  
str(label\_train)

## chr [1:344, 1] "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" "0" ...

pred\_xgb\_test <- predict(xgbModel, newdata= features\_test)  
pred\_xgb\_test1 <- ifelse(pred\_xgb\_test<.5,0,1)  
pred\_xgb\_test1<- as.factor(pred\_xgb\_test1)  
caret::confusionMatrix(pred\_xgb\_test1, scale\_test$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 80 0  
## 1 49 18  
##   
## Accuracy : 0.6667   
## 95% CI : (0.5843, 0.7422)  
## No Information Rate : 0.8776   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.2856   
##   
## Mcnemar's Test P-Value : 7.025e-12   
##   
## Sensitivity : 0.6202   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.2687   
## Prevalence : 0.8776   
## Detection Rate : 0.5442   
## Detection Prevalence : 0.5442   
## Balanced Accuracy : 0.8101   
##   
## 'Positive' Class : 0   
##

vec\_xgb <- vector()  
lr <- c(0.001,0.01,0.1,0.2,0.3,0.4,0.5,0.6,0.7,0.8,0.9,1)  
md <- c(1,3,5,7,9,11,13,15)  
nr <- c(2,25,50,75,100,500,1000)  
  
for (i in nr){  
 xgbModel\_ref <- xgboost(  
 data = features\_train,  
 label = label\_train,  
 eta = 1,  
 max\_depth = 100,  
 min\_child\_weight = 3,  
 nrounds = i,  
 nfold = 10,  
 objective = "binary:logistic",  
 verbose = 0,  
 early\_stopping\_rounds = 10)  
   
 xgb.pred.class <- predict(xgbModel\_ref,features\_test)  
 vec\_xgb <- cbind(vec\_xgb,sum(scale\_test$Transport==1 & xgb.pred.class > 0.5))  
}  
vec\_xgb

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## [1,] 18 18 18 18 18 18 18

xgbModel1 <- xgboost(  
 data = features\_train,  
 label = label\_train,  
 eta = 1,  
 max\_depth = 1,  
 min\_child\_weight = 3,  
 nrounds = 2,  
 nfold = 10,  
 objective = "binary:logistic",  
 verbose = 0,  
 early\_stopping\_rounds = 10)  
  
  
# Performing Prediction on Train data.  
pred\_xgb\_ref\_train <- predict(xgbModel1, newdata = features\_train)  
pred\_xgb\_ref\_train1 <- ifelse(pred\_xgb\_ref\_train<.5,0,1)  
pred\_xgb\_ref\_train1<- as.factor(pred\_xgb\_ref\_train1)  
caret::confusionMatrix(pred\_xgb\_train1, scale\_train$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 169 1  
## 1 3 171  
##   
## Accuracy : 0.9884   
## 95% CI : (0.9705, 0.9968)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9767   
##   
## Mcnemar's Test P-Value : 0.6171   
##   
## Sensitivity : 0.9826   
## Specificity : 0.9942   
## Pos Pred Value : 0.9941   
## Neg Pred Value : 0.9828   
## Prevalence : 0.5000   
## Detection Rate : 0.4913   
## Detection Prevalence : 0.4942   
## Balanced Accuracy : 0.9884   
##   
## 'Positive' Class : 0   
##

# Performing Prediction on Test data.  
  
pred\_xgb\_ref\_test <- predict(xgbModel1, newdata= features\_test)  
pred\_xgb\_ref\_test1 <- ifelse(pred\_xgb\_ref\_test<.5,0,1)  
pred\_xgb\_ref\_test1<- as.factor(pred\_xgb\_ref\_test1)  
caret::confusionMatrix(pred\_xgb\_ref\_test1, scale\_test$Transport)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 79 0  
## 1 50 18  
##   
## Accuracy : 0.6599   
## 95% CI : (0.5772, 0.7359)  
## No Information Rate : 0.8776   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.279   
##   
## Mcnemar's Test P-Value : 4.219e-12   
##   
## Sensitivity : 0.6124   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.2647   
## Prevalence : 0.8776   
## Detection Rate : 0.5374   
## Detection Prevalence : 0.5374   
## Balanced Accuracy : 0.8062   
##   
## 'Positive' Class : 0   
##